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1 Introduction

We describe a tool, the JVM abstracting abstract machine (Jaam) Visualizer,
or “J-Viz” for short, which is intended for use by security analysts to perform
such searches through the exploration of graphs derived from Java bytecode.
The workflow for our tool involves taking a given program, specified in Java
bytecode, and constructing a control-flow graph of the possible execution paths
for this software, using a framework known as control flow analysis (CFA) [6].
Our tool then provides a human analyst with an interactive view of this graph,
including heuristics for aiding the identification of the suspicious parts.

One of the main components of our J-Viz tool involves visualizing control-flow
graphs in a canonical way based on a novel vertex numbering scheme that we
call the sibling-first recursive numbering. This numbering scheme is essentially a
hybrid between the well-known breadth-first and depth-first numbering schemes,
but differs from both in a way that appears to be more useful for visualizing
control-flow graphs. In particular, this tends to highlight areas in software where
code is repeated and allows us to provide visual highlights of code that is
contained in deeply nested loops. We had the following goals in mind:

– We want users to recognize patterns in source code from our visualization;
similar code sections should produce similar subgraphs, drawn similar way.

– We want to use a hierarchical visualization, in which users can collapse or
expand sections of the graph to different levels of detail. But we also want to
preserve a consistent mental model of the graph. Thus, drawings should not
drastically shift the vertex positions when sections are collapsed or expanded.

– No matter what sequence of actions the user performs, drawings should be
consistent. That is, the same view of a graph, in which the same set of nodes
are collapsed and expanded, should always be drawn in the same way.

– Our system should rank sections of the graph by how likely they are to
produce vulnerabilities, and display this information visually to the user.

We believe that J-Viz makes substantial progress in achieving these goals, and
we provide several case studies in this paper that support this conclusion. Please
see the full version of the paper [1] for more details.



Related Work and Main Contributions. Visualization tools have also
previously been applied to source code. Doxygen [5], a tool for automatically
generating documentation, can produce various kinds of diagrams for visualizing
code, including call graphs. It is generally configured to use the dot [4] tool
from GraphViz to draw these graphs hierarchically. Similarly, Visual Studio
can visualize call graphs to aid programmers in debugging applications [3]. In
constrast with these systems, our J-Viz tool provides four main features that
these tools do not provide. First, J-Viz shows a greater level of detail, since
it analyzes code at the level of individual instructions rather than methods.
Second, J-Viz allows the user to interact with a graph and produce multiple
views of the same Java bytecode. Third, the layout algorithm used in J-Viz is
designed to draw similar code fragments in the same (canonical) way, so as to
highlight portions of repeated code. Fourth, J-Viz guides the user to potential
security vulnerabilities, by highlighting nodes that are believed to be risky based
on algorithmic complexity (or other factors), whereas these other systems were
not focused on software security. Another tool, Jinsight [2], can be used to profile
a Java program to provide various views of resource usage, such as highlighting
which instances of a class have taken the most time or used the most memory.
This tool does not provide a full graph of the program’s possible execution paths,
however, which we believe to be essential for detecting security vulnerabilities.
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